**Typescript tutorials**

**Introduction to TypeScript**

TypeScript is a superset of [JavaScript](https://www.javascripttutorial.net/).

TypeScript builds on top of JavaScript. First, you write the TypeScript code. Then, you compile the TypeScript code into plain JavaScript code using a TypeScript compiler.

Once you have the plain JavaScript code, you can deploy it to any environment that JavaScript runs.

TypeScript files use the .ts extension rather than the .js extension of JavaScript files.
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TypeScript uses the JavaScript syntaxes and adds additional syntaxes for supporting Types.

**TypeScript improves your productivity while helping avoid bugs**

For example, the following function adds two numbers x and y:

function add(x, y) {

return x + y;

}

When you use TypeScript to specify the type for the parameters like this explicitly:

function add(x: number, y: number) {

return x + y;

}

**TypeScript ENV Setup**

The following tools you need to set up to start with TypeScript:

* **Node.js** – Node.js is the environment in which you will run the TypeScript compiler. Note that you don’t need to know node.js.
* **TypeScript compiler** – a Node.js module that compiles TypeScript into JavaScript.
* **Visual Studio Code or VS Code**– a code editor supporting TypeScript. VS Code is highly recommended. However, you can use your favorite editor.
* Install TypeScript compiler
* To install the TypeScript compiler, you launch the Terminal on macOS or Linux and Command Prompt on Windows and type the following command:
* **npm install -g typescript**
* After the installation, you can type the following command to check the current version of the TypeScript compiler:
* tsc --v

**Hello Word Program**

create a new TypeScript file called **app.ts** The extension of a TypeScript file is **.ts**.

Fourth, type the following source code in the app.ts file:

let message: string = 'Hello, World!';

console.log(message);

type the following command on the Terminal to compile the app.ts file:

tsc app.ts
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If everything is fine, you’ll see a new file called app.js is generated by the TypeScript compiler:

![](data:image/png;base64,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)

To run the app.js file in Node.js, you use the following command:

node app.js

**What is Type Annotation in TypeScript**

TypeScript uses type annotations to specify explicit types for identifiers such as variables, functions, objects, etc.

TypeScript uses the syntax **: type** after an identifier as the type annotation, which type can be any valid type.

Once an identifier is annotated with a type, it can be used as that type only. If the identifier is used as a different type, the TypeScript compiler will issue an error

**Type annotations in variables and constants**

The following syntax shows how to specify type annotations for variables and constants:

var name: type;

let name: type = value;

const name: type = value;

In this syntax, the type annotation comes after the variable or constant name and is preceded by a colon (:).

**The following example uses**[**number**](https://www.typescripttutorial.net/typescript-tutorial/typescript-number/)**annotation for a variable:**

let counter: number;

After this, you can only assign a number to the counter variable:

counter = 1;

**If you assign a string to the counter variable, you’ll get an error:**

let counter: number;

counter = 'Hello'; *// compile error*

**You can both use a type annotation for a variable and initialize it in a single statement like this:**

let counter: number = 1;

In this example, we use the number annotation for the counter variable and initialize it to one.

The following shows other examples of primitive type annotations:

let name: string = 'John';

let age: number = 25;

let active: boolean = true;

In this example, the name variable gets the [string](https://www.typescripttutorial.net/typescript-tutorial/typescript-string/) type, the age variable gets the number type, and the active variable gets the [boolean](https://www.typescripttutorial.net/typescript-tutorial/typescript-boolean/) type.

**Arrays Type**

To annotate an [array type](https://www.typescripttutorial.net/typescript-tutorial/typescript-array-type/) you use a specific type followed by a square bracket : type[] :

let arrayName: type[];

For example, the following declares an array of strings:

let names: string[] = ['John', 'Jane', 'Peter', 'David', 'Mary'];

**Objects Type**

To specify a type for an object, you use the object type annotation. For example:

let person: {

name: string;

age: number;

};

person = {

name: 'John',

age: 25,

}; *// valid*

In this example, the person object only accepts an object that has two properties: name with the string type and age with the number type.

**Function arguments & return types**

The following shows a function annotation with parameter type annotation and return type annotation:

let greeting : (name: string) => string;

In this example, you can assign any function that accepts a string and returns a string to the greeting variable:

greeting = function (name: string) {

return `Hi ${name}`;

};

The following causes an error because the function that is assigned to the greeting variable doesn’t match its [function type](https://www.typescripttutorial.net/typescript-tutorial/typescript-function-types/).

greeting = function () {

console.log('Hello');

};

Error:

Type '() => void' is not assignable to type '(name: string) => string'. Type 'void' is not assignable to type 'string'.

Summary

* Use type annotations with the syntax : [type] to explicitly specify a type for a variable, function, function return value, etc.

**TypeScript Type Inference**

Type inference describes where and how TypeScript infers types when you don’t explicitly [annotate](https://www.typescripttutorial.net/typescript-tutorial/typescript-type-annotations/) them.

Basic type inference

When you declare a variable, you can use a [type annotation](https://www.typescripttutorial.net/typescript-tutorial/typescript-type-annotations/) to explicitly specify a type for it. For example:

let counter: number;

However, if you initialize the counter variable with a number, TypeScript will infer the type the counter to be [number](https://www.typescripttutorial.net/typescript-tutorial/typescript-number/). For example:

let counter = 0;

It is equivalent to the following statement:

let counter: number = 0;

**TypeScript infers the following return type of the increment() function as number:**

function increment(counter: number) {

return counter++;

}

It is the same as:

function increment(counter: number) : number {

return counter++;

}

The best common type algorithm

Consider the following assignment:

let items = [1, 2, 3, null];

To infer the type of items variable, TypeScript needs to consider the type of each element in the array.

**Basic Types**

1. **TypeScript Number**

**Summary**: in this tutorial, you’ll learn about the TypeScript number data types.

All numbers in TypeScript are either floating-point values or big integers. The floating-point numbers have the type number while the big integers get the type bigint.

The number type

The following shows how to declare a variable that holds a floating-point value:

let price: number;

Or you can initialize the price variable to a number:

let price = 9.95;

As in JavaScript, TypeScript supports the number literals for decimal, hexadecimal, binary, and octal literals:

**Big Integers**

The [big integers](https://www.javascripttutorial.net/javascript-bigint/) represent the whole numbers larger than 253 – 1. A Big integer literal has the n character at the end of an integer literal like this:

let big: bigint = 9007199254740991n;

**TypeScript String**

**Summary**: in this tutorial, you’ll learn about the TypeScript string data type.

Like JavaScript, TypeScript uses double quotes (") or single quotes (') to surround string literals:

let firstName: string = 'John';

let title: string = "Web Developer";

TypeScript also supports template strings that use the backtick (`) to surround characters.

The template strings allow you to create multi-line strings and provide the string interpolation features.

The following example shows how to create multi-line string using the backtick (`):

let description = `This TypeScript string can

span multiple

lines

`;

String interpolations allow you to embed the variables into the string like this:

let firstName: string = `John`;

let title: string = `Web Developer`;

let profile: string = `I'm ${firstName}.

I'm a ${title}`;

console.log(profile);

Output:

I'm John.

I'm a Web Developer.

Summary

* In TypeScript, all strings get the string type.
* Like JavaScript, TypeScript uses double quotes ("), single quotes ('), and backtick (`) to surround string literals.

**TypeScript Boolean**

Introduction to the TypeScript **boolean**

The TypeScript boolean type has two values: true and false. The boolean type is one of the primitive types in TypeScript.

Declaring boolean variables

In TypeScript, you can declare a boolean variable using the boolean keyword. For example:

let pending: boolean;

pending = true;

*// after a while*

*// ..*

pending = false;

Boolean operator

To manipulate boolean values, you use the boolean operators. TypeScript supports common boolean operators:

| **Operator** | **Meaning** |
| --- | --- |
| && | Logical AND operator |
| || | Logical OR operator |
| ! | Logical NOT operator |

For example:

*// NOT operator*

const pending: boolean = true;

const notPending = !pending; *// false*

console.log(result); *// false*

const hasError: boolean = false;

const completed: boolean = true;

*// AND operator*

let result = completed && hasError;

console.log(result); *// false*

*// OR operator*

result = completed || hasError;

console.log(result); *// true*

Type annotations for boolean

As seen in previous examples, you can use the boolean keyword to annotate the types for the boolean variables:

let completed: boolean = true;

However, TypeScript often [infers types](https://www.typescripttutorial.net/typescript-tutorial/typescript-type-inference/) automatically, so type annotations may not be necessary:

let completed = true;

Like a variable, you can [annotate](https://www.typescripttutorial.net/typescript-tutorial/typescript-type-annotations/) boolean parameters or return the type of a function using the boolean keyword:

function changeStatus(status: boolean): boolean {

*//...*

}

**Boolean Type**

JavaScript has the Boolean type that refers to the non-primitive boxed object. The Boolean type has the letter B in uppercase, which is different from the boolean type.

It’s a good practice to avoid using the Boolean type.

**TypeScript object Type**

**Summary**: in this tutorial, you’ll learn about the TypeScript object type and how to write more accurate object type declarations.

The TypeScript object type represents all values that are not in primitive types.

The following are primitive types in TypeScript:

* [number](https://www.typescripttutorial.net/typescript-tutorial/typescript-number/)
* [bigint](https://www.javascripttutorial.net/javascript-bigint/)
* [string](https://www.typescripttutorial.net/typescript-tutorial/typescript-string/)
* [boolean](https://www.typescripttutorial.net/typescript-tutorial/typescript-boolean/)
* [null](https://www.javascripttutorial.net/object/javascript-null/)
* [undefined](https://www.javascripttutorial.net/javascript-undefined/)
* [symbol](https://www.javascripttutorial.net/symbol/)

The following shows how to declare a variable that holds an object:

let employee: object;

employee = {

firstName: 'John',

lastName: 'Doe',

age: 25,

jobTitle: 'Web Developer'

};

console.log(employee);

Output:

{

firstName: 'John',

lastName: 'Doe',

age: 25,

jobTitle: 'Web Developer'

}

If you reassign a primitive value to the employee object, you’ll get an error :

employee = "Jane";

Error:

error TS2322: Type '"Jane"' is not assignable to type 'object'.

**To explicitly specify properties of the employee object, you first use the following syntax to declare the employee object:**

let employee: {

firstName: string;

lastName: string;

age: number;

jobTitle: string;

};

**And then assign the employee object to a literal object with the described properties:**

employee = {

firstName: 'John',

lastName: 'Doe',

age: 25,

jobTitle: 'Web Developer'

};

**object vs. Object**

TypeScript has another type called Object with the letter O in uppercase. It’s important to understand the differences between them.

The **object** type represents all non-primitive values while the **Object** type describes the functionality of all objects.

For example, the **Object** type has the toString() and valueOf() methods that can be accessible by any object.

let vacant: {} = {};

console.log(vacant.toString());

Output:

[object Object]

**TypeScript Array Type**

**Summary**: in this tutorial, you’ll learn about the TypeScript array type and its basic operations.

**Introduction to TypeScript array type**

A TypeScript array is an ordered list of data. To declare an array that holds values of a specific type, you use the following syntax:

let arrayName: type[];

For example, the following declares an array of [strings](https://www.typescripttutorial.net/typescript-tutorial/typescript-string/):

let skills: string[] = [];

And you can add one or more strings to the array:

skills[0] = "Problem Solving";

skills[1] = "Programming";

or use the push() method:

skills.push('Software Design');

The following declares a variable and assigns an array of strings to it:

let skills = ['Problem Sovling','Software Design','Programming'];

In this example, TypeScript [infers](https://www.typescripttutorial.net/typescript-tutorial/typescript-type-inference/) the skills array as an array of strings. It is equivalent to the following:

let skills: string[];

skills = ['Problem Sovling','Software Design','Programming'];

After you define an array of a specific type, TypeScript will prevent you from adding incompatible values. For example, the following will cause an error:

skills.push(100);

… because we’re trying to add a number to the string array.

Error:

Argument of type 'number' is not assignable to parameter of type 'string'.

When you extract an element from the array, TypeScript [infers the type of the array element](https://www.typescripttutorial.net/typescript-tutorial/typescript-type-inference/). For example:

let skill = skills[0];

console.log(typeof(skill));

Output:

string

In this example, we extract the first element of the skills array and assign it to the skill variable.

Since an element in a string array is a string, TypeScript infers the type of the skill variable to string as shown in the output.

**TypeScript array properties and methods**

TypeScript arrays have the same [properties and methods as JavaScript arrays](https://www.javascripttutorial.net/javascript-array-methods/). For example, the following uses the length property to get the number of elements in an array:

let series = [1, 2, 3];

console.log(series.length); *// 3*

You can use all the useful array methods such as [forEach()](https://www.javascripttutorial.net/javascript-array-foreach/), [map()](https://www.javascripttutorial.net/javascript-array-map/), [reduce()](https://www.javascripttutorial.net/javascript-array-reduce/), and [filter()](https://www.javascripttutorial.net/javascript-array-filter/). For example:

let series = [1, 2, 3];

let doubleIt = series.map(e => e\* 2);

console.log(doubleIt);

Output:

[ 2, 4, 6 ]

**Storing values of mixed types**

The following illustrates how to define an array that holds both strings and numbers:

let scores = ['Programming', 5, 'Software Design', 4];

In this case, TypeScript infers the scores array as an array of string | number. It’s equivalent to the following:

let scores : (string | number)[];

scores = ['Programming', 5, 'Software Design', 4];

**TypeScript Tuple**

**Summary**: in this tutorial, you’ll learn about the TypeScript Tuple type and its usage.

Introduction to TypeScript Tuple type

A tuple works like an [array](https://www.typescripttutorial.net/typescript-tutorial/typescript-array-type/) with some additional considerations:

* The number of elements in the tuple is fixed.
* The types of elements are known, and need not be the same.

For example, you can use a tuple to represent a value as a pair of a string and a number:

let skill: [string, number];

skill = ['Programming', 5];

The order of values in a tuple is important. If you change the order of values of the skill tuple to [5, "Programming"], you’ll get an error:

let skill: [string, number];

skill = [5, 'Programming'];

Error:

error TS2322: Type 'string' is not assignable to type 'number'.

For this reason, it’s a good practice to use tuples with data that are related to each other in a specific order.

For example, you can use a tuple to define an RGB color that always comes in a three-number pattern:

(r,g,b)

For example:

let color: [number, number, number] = [255, 0, 0];

The color[0], color[1], and color[2] would be logically mapped to Red, Green and Blue color values.

**What is an enum**

An enum is a group of named constant values. Enum stands for enumerated type.

To define an enum, you follow these steps:

* First, use the enum keyword followed by the name of the enum.
* Then, define constant values for the enum.

**The following shows the syntax for defining an enum:**

enum name {constant1, constant2, ...};

In this syntax, the constant1, constant2, etc., are also known as the members of the enum.

TypeScript enum type example

The following example creates an enum that represents the months of the year:

enum Month {

Jan,

Feb,

Mar,

Apr,

May,

Jun,

Jul,

Aug,

Sep,

Oct,

Nov,

Dec

};

In this example, the enum name is Month and constant values are Jan, Feb, Mar, and so on.

The following declares a function that uses the Month enum as the type of the month parameter:

function isItSummer(month: Month) {

let isSummer: boolean;

switch (month) {

case Month.Jun:

case Month.Jul:

case Month.Aug:

isSummer = true;

break;

default:

isSummer = false;

break;

}

return isSummer;

}

And you can call it like so:

console.log(isItSummer(Month.Jun)); *// true*

This example uses constant values including Jan, Feb, Mar, … in the enum rather than magic values like 1, 2, 3,… This makes the code more obvious.

**TypeScript any Type**

**Summary**: in this tutorial, you will learn about the TypeScript any type and how to use it properly in your code.

**Introduction to TypeScript any type**

Sometimes, you may need to store a value in a variable. But you don’t know its type when writing the program. And the unknown value may come from a third-party API or user input.

In this case, you want to **opt out of the type checking** and allow the value to pass through the compile-time check.

For example:

let result: any;

result = 1;

console.log(result);

result = 'Hello';

console.log(result);

result = [1, 2, 3];

const total = result.reduce((a: number, b: number) => a + b, 0);

console.log(total);

The any type provides you with a way to work with the existing JavaScript codebase. It allows you to gradually opt in and opt out of type-checking during compilation. Therefore, you can use the any type for migrating a JavaScript project over to TypeScript.

TypeScript any vs. object

If you declare a variable with the [object](https://www.typescripttutorial.net/typescript-tutorial/typescript-object-type/) type, you can also assign any value to it. However, you cannot call a method on it even if the method exists. For example:

let result: any;

result = 10.123;

console.log(result.toFixed());

result.willExist(); *//*Code language: JavaScript (javascript)

In this example, the TypeScript compiler doesn’t issue any warning even the willExist() method doesn’t exist at compile time because the willExist() method might be available at runtime.

If you run the code, you’ll see the following error message on the console window:

TypeError: result.willExist is not a functionCode language: JavaScript (javascript)

However, if you change the type of the result variable to object, the TypeScript compiler will issue two errors:

let result: object;

result = 10.123;

result.toFixed();Code language: JavaScript (javascript)

Errors:

app.ts:2:1 - error TS2322: Type 'number' is not assignable to type 'object'.

2 result = 10.123;

**Summary**

* The TypeScript any type allows you to store a value of any type. It instructs the compiler to skip type-checking.
* Use the any type to store a value that you don’t know its type at the compile-time or when you migrate a JavaScript project over to a TypeScript project.

**TypeScript Unknown Type**

**Summary**: in this tutorial, you will learn about the TypeScript unknown type to enforce type checking of an unknown value.

**Introduction to the TypeScript unknown type**

In TypeScript, the unknown type can hold a value that is not known upfront but requires type checking.

To declare a variable of the unknown type, you use the following syntax:

let result: unknown;

Like the [any type](https://www.typescripttutorial.net/typescript-tutorial/typescript-any-type/), you can assign any value to a variable of the unknown type. For example:

let result: unknown;

result = 1;

result = 'hello';

result = false;

result = Symbol();

result = { name: 'John' };

result = [1, 2, 3];

Unlike the any type, TypeScript checks the type before performing operations on it. For example, you cannot call a method or apply an operator on a unknown value. If you attempt to do so, the TypeScript compiler will issue an error:

let result: unknown;

result = [1,2,3];

const total = result.reduce((a: number, b:number ) => a + b, 0);

console.log(total);

In this example, the result variable has the type of unknown. We assign an array the result value, but its type is still unknown. Therefore, we cannot call the reduce() method of an array on it.

To call the reduce() method on the result variable, you need to use the [type assertion](https://www.typescripttutorial.net/typescript-tutorial/type-assertions/) to explicitly tell the TypeScript compiler that the type of the result is [array](https://www.typescripttutorial.net/typescript-tutorial/typescript-array-type/). For example:

let result: unknown;

result = [1, 2, 3];

const total = (result as number[]).reduce((a: number, b: number) => a + b, 0);

console.log(total); *// 6*

In this example, we explicitly tell the TypeScript compiler that the type of the result is an array of numbers (result as number[]).

Therefore, we can call the reduce() method on the result array without any issues.

Unknown vs Any type

The following table highlights the key differences between the unknown and any types:

| **Feature** | **any** | **unknown** |
| --- | --- | --- |
| **Type Safety** | No type-safety | Enforces type safety |
| **Operations** | Operations can be performed without checks | Operations cannot be performed without type assertion (narrowing type) |
| **Use cases** | Useful for dynamic values but unsafe. | Useful for dynamic values and safe because it requires validation before use. |
| **Type Checking** | TypeScript compiler does not perform a type checking on an any variable. | TypeScript compiler enforces a type checking on an unknown variable. |
| **Common Scenarios** | Used for migrating JavaScript codebase to TypeScript. | Used when handling data from external sources (API calls, databases, ..) where type validation is necessary. |

TypeScript unknown examples

Let’s take some practical examples of using the Typescript unknown type.

1) Handling external data

When receiving data from an external API, you can use the unknown type to enforce validation before processing it.

The following example shows how to use the [fetch method](https://www.javascripttutorial.net/web-apis/javascript-fetch-api/) to call an API from the https://jsonplaceholder.typicode.com/posts endpoint:

const fetchData = async (url: string): Promise<unknown> => {

const response = await fetch(url);

return await response.json();

};

const showPosts = async () => {

const url = 'https://jsonplaceholder.typicode.com/posts';

try {

const posts = await fetchData(url); *// unknown type*

(

posts as { userId: number; id: number; title: string; body: string }[]

).map((post) => console.log(post.title));

} catch (err) {

console.log(err);

}

};

showPosts();

How it works.

First, define a function fetchData that calls API from a URL and returns JSON data. Since the shape of the returned data is not known, the function returns a Promise<unknown> value:

const fetchData = async (url: string): Promise<unknown> => {

const response = await fetch(url);

return await response.json();

};

Second, define the showPosts() function that uses the fetchData() function to call an API from the endpoint https://jsonplaceholder.typicode.com/posts:

const showPosts = async () => {

const url = 'https://jsonplaceholder.typicode.com/posts';

try {

const posts = await fetchData(url); *// unknown type*

(

posts as { userId: number; id: number; title: string; body: string }[]

).map((post) => console.log(post.title));

} catch (err) {

console.log(err);

}

};

In this example, the posts variable has a type of unknown.

Before accessing its title property, we use [type assertion](https://www.typescripttutorial.net/typescript-tutorial/type-assertions/) to instruct the TypeScript compiler to treat it as an array of post objects:

posts as { userId: number; id: number; title: string; body: string }[]Code language: TypeScript (typescript)

Third, call the showPosts() function:

showPosts();

2) Creating type-safe interfaces

The following example defines a function format that format a value before logging it to the console:

function format(value: unknown): void {

switch (typeof value) {

case 'string':

console.log('String:', value.toUpperCase());

break;

case 'number':

console.log('Number:', value.toFixed(2));

break;

default:

console.log('Other types:', value);

}

}

In this example, before accessing a method of the value, we validate its type to ensure that the operation is valid.

**Summary**

* The unknown type is like any type but more restrictive.
* Use the unknown type to handle data coming from external sources and requires validation before use.

**TypeScript void Type**

**Summary**: in this tutorial, you will learn about the TypeScript void type and how to use it as the return type of functions that do not return any value.

**Introduction to TypeScript void type**

The void type denotes the absence of having any type at all. Typically, you use the void type as the return type of functions that do not return a value. For example:

*function log(message): void {*

*console.log(messsage);*

*}*

It is a good practice to add the void type as the return type of a function or a method that doesn’t return any value. By doing this, you can gain the following benefits:

* Improve clarity of the code: you do not have to read the whole function body to see if it returns anything.
* Ensure type-safe: you will never assign the function with the void return type to a variable.

**Notice** that if you use the void type for a variable, you can only assign undefined to that variable. In this case, the void type is not useful. For example:

let useless: void = undefined;

useless = 1; *// error*

*If the --strictNullChecks flag is not specified, you can assign the useless to null.*

useless = null; *// OK if --strictNullChecks is not specified*

Summary

* Use the void type as the return type of functions that do not return any value.

**TypeScript never Type**

**Summary**: in this tutorial, you will learn about the TypeScript never type to represent a value that never occurs.

**Introduction to the TypeScript never type**

In TypeScript, a type is like a set of values. For example, the number type holds the numbers 1, 2, 3, etc. The string type holds the strings like 'Hi', 'Hello', etc. The null type holds a single value, which is null.

The never type is a type that holds **no value**. It is like an **empty set**.

Since a never type does not hold any value, you cannot assign a value to a variable with the never type.

For example, the following will result in an error:

let empty: never = 'hello';

The TypeScript compiler issues the following error:

Type 'string' is not assignable to type 'never'

So why do we need the never type in the first place?

Since the never type has zero value, you can use it to denote an **impossibility** in the type system.

For example, you may have an [intersection type](https://www.typescripttutorial.net/typescript-tutorial/typescript-intersection-types/) that can be both a string and a number at the same time, which is impossible:

type Alphanumeric = string & number; *// never*

Therefore, the TypeScript compiler infers the type of Alphanumeric as never.

This is because string and number are mutually exclusive. In other words, a value cannot be both a string and a number simultaneously.

Typically, you use the never type to represent the return type of a function that never returns the control to the caller. For example, a function that always throws an error:

function raiseError(message: string): never {

throw new Error(message);

}Code language: TypeScript (typescript)

Please do not confuse with functions that return [void](https://www.typescripttutorial.net/typescript-tutorial/typescript-void-type/) but still return the control to the caller.

If you have a function that contains an indefinite loop, its return type should be never. For example:

function forever(): never {

while (true) {}

}Code language: TypeScript (typescript)

In this example, the type of the return type of the forever() function is never.

The TypeScript never example

Let’s take an example of using the never type:

type Role = 'admin' | 'user';

const authorize = (role: Role): string => {

switch (role) {

case 'admin':

return 'You can do anything';

case 'user':

return 'You can do something';

default:

*// never reach here util we add a new role*

const \_unreachable: never = role;

throw new Error(`Invalid role: ${\_unreachable}`);

}

};

console.log(authorize('admin'));

Code language: JavaScript (javascript)

How it works.

Step 1. Define a type Role that can be either a string 'admin' or 'user':

type Role = 'admin' | 'user';

**TypeScript union Type**

**Summary**: in this tutorial, you will learn about the TypeScript union type that allows you to store a value of one or several types in a variable.

**Introduction to TypeScript union type**

Sometimes, you will run into a function that expects a parameter that is either a number or a string. For example:

function add(a: any, b: any) {

if (typeof a === 'number' && typeof b === 'number') {

return a + b;

}

if (typeof a === 'string' && typeof b === 'string') {

return a.concat(b);

}

throw new Error('Parameters must be numbers or strings');

}

In this example, the add() function will calculate the sum of its parameters if they are numbers.

If the parameters are strings, the add() function will concatenate them into a single string.

If the parameters are neither numbers nor strings, the add() function throws an error.

The problem with the parameters of the add() function is that its parameters have the [any](https://www.typescripttutorial.net/typescript-tutorial/typescript-any-type/) type. It means that you can call the function with arguments that are neither numbers nor strings, the TypeScript will be fine with it.

This code will be compiled successfully but cause an error at runtime:

add(true, false);

To resolve this, you can use the TypeScript union type. The union type allows you to combine multiple types into one type.

For example, the following variable is of type number or string:

let result: number | string;

result = 10; *// OK*

result = 'Hi'; *// also OK*

result = false; *// a boolean value, not OK*

A union type describes a value that can be one of several types, not just two. For example number | string | boolean is the type of a value that can be a number, a string, or a boolean.

Back to the add() function example, you can change the types of parameters from the any to a union like this:

function add(a: number | string, b: number | string) {

if (typeof a === 'number' && typeof b === 'number') {

return a + b;

}

if (typeof a === 'string' && typeof b === 'string') {

return a.concat(b);

}

throw new Error('Parameters must be numbers or strings');

}

We can specify the union type for the add function:

function add(a: number | string, b: number | string) : number | string {

if (typeof a === 'number' && typeof b === 'number') {

return a + b;

}

if (typeof a === 'string' && typeof b === 'string') {

return a.concat(b);

}

throw new Error('Parameters must be numbers or strings');

}

Later, you will learn about the [generic type](https://www.typescripttutorial.net/typescript-tutorial/typescript-generics/) to handle this more elegantly.

**Summary**

* A TypeScript union type allows you to store a value of one or several types in a variable.

**TypeScript String Literal Types**

**Summary**: in this tutorial, you will learn about the TypeScript string literal types that define a type that accepts a specified string literal.

**The string literal types allow you to define a type that accepts only one specified string literal.**

The following defines a string literal type that accepts a literal string 'click':

let click: 'click';

The click is a string literal type that accepts only the string-literal 'click'. If you assign the literal string 'click' to the click, it will be valid:

click = 'click'; *// valid*

However, when you assign another string literal to the click, the TypeScript compiler will issue an error. For example:

click = 'dblclick'; *// compiler error*

Error:

Type '"dblclick"' is not assignable to type '"click"'.

The string literal type is useful to limit a possible string value that a variable can store.

The string literal types can combine nicely with the [union types](https://www.typescripttutorial.net/typescript-tutorial/typescript-union-type/) to define a finite set of string literal values for a variable:

let mouseEvent: 'click' | 'dblclick' | 'mouseup' | 'mousedown';

mouseEvent = 'click'; *// valid*

mouseEvent = 'dblclick'; *// valid*

mouseEvent = 'mouseup'; *// valid*

mouseEvent = 'mousedown'; *// valid*

mouseEvent = 'mouseover'; *// compiler error*

If you use the string literal types in multiple places, they will be verbose.

To avoid this, you can use the type aliases. For example:

type MyMouseEvent = 'click' | 'dblclick' | 'mouseup' | 'mousedown';

let mouseEvent: MyMouseEvent;

mouseEvent = 'click'; *// valid*

mouseEvent = 'dblclick'; *// valid*

mouseEvent = 'mouseup'; *// valid*

mouseEvent = 'mousedown'; *// valid*

mouseEvent = 'mouseover'; *// compiler error*

**let anotherEvent: MyMouseEvent;**

**Summary**

* A TypeScript string literal type defines a type that accepts specified string literal.
* Use the string literal types with union types and type aliases to define types that accept a finite set of string literals.

**TypeScript Type Aliases**

**Summary**: in this tutorial, you will learn how to define new names for types using type aliases.

**Introduction to TypeScript type aliases**

In TypeScript, a type alias allows you to create a new name for an existing type.

Type aliases can be useful for:

* Simplifying complex types.
* Making code more readable.
* Creating reusable types that can be used in many places in the codebase.

To define a type alias, you use the type keyword followed by the alias name and the type it represents.

Here’s the syntax for defining a type alias

type alias = existingType;

The existing type can be any valid TypeScript type including primitive type, [object type](https://www.typescripttutorial.net/typescript-tutorial/typescript-object-type/), [union type](https://www.typescripttutorial.net/typescript-tutorial/typescript-union-type/), [intersection type](https://www.typescripttutorial.net/typescript-tutorial/typescript-intersection-types/), and [function type](https://www.typescripttutorial.net/typescript-tutorial/typescript-function-types/).

Type alias examples

1) Primitive types

The following example uses the type alias chars for the string type:

type Name: string;

let firstName: Name;

let lastName: Name;

In this example, we create the Name as a type alias for the string type and use it to declare two variables firstName and lastName.

2) Object types

The following example defines a type alias Person for an object that has two properties name and age:

type Person = {

name: string;

age: number;

};

let person: Person = {

name: 'John',

age: 25

};

3) Union Types

The following example shows how to define a type alias for the union type string | number:

type alphanumeric = string | number;

let input: alphanumeric;

input = 100; *// valid*

input = 'Hi'; *// valid*

input = false; *// Compiler error*

4) Intersection Types

The following example shows how to create a type alias for the intersection type Personal & Contact:

type Personal = {

name: string;

age: number;

};

type Contact = {

email: string;

phone: string;

};

type Candidate = Personal & Contact;

let candidate: Candidate = {

name: "Joe",

age: 25,

email: "joe@example.com",

phone: "(408)-123-4567"

};

**Summary**

* Use type aliases to define new names for existing types.

**TypeScript Casting**

**Casting with as**

A straightforward way to cast a variable is using the as keyword, which will directly change the type of the given variable.

Example

let x: unknown = 'hello';  
console.log((x as string).length);

**Casting with <>**

Using <> works the same as casting with as.

Example

let x: unknown = 'hello';  
console.log((<string>x).length);

**Force casting**

To override type errors that TypeScript may throw when casting, first cast to unknown, then to the target type.

Example

let x = 'hello';  
console.log(((x as unknown) as number).length); // x is not actually a number so this will return undefined

**How to convert a string to number in TypeScript?**

[Exactly like](https://stackoverflow.com/questions/1133770/convert-a-string-to-an-integer) [in JavaScript](https://stackoverflow.com/questions/17106681/parseint-vs-unary-plus-when-to-use-which/17106702#17106702), you can use the [parseInt](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/parseInt) or [parseFloat](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/parseFloat) functions, or simply use the unary + operator:

var x = "32";

var y: number = +x;

**The TypeScript way to do this would be:**

Number('1234') // 1234

Number('9BX9') // NaN

**As shown by other answers here, there are multiple ways to do the conversion:**

Number('123');

+'123';

parseInt('123');

parseFloat('123.45')

**typeof Example :**

let str1:string = "102.2";

console.log(typeof str1);

let num = parseFloat(str1);

console.log(`${num}` + " is of type :" + typeof num);

let str2:string = "61";

console.log(typeof str2);

let num2 = parseInt(str2);

console.log(`${num2}` + " is of type :" + typeof num2);

**Output:**

string  
102.2 is of type :number  
string  
61 is of type :number